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1 Background
Speculative side-channel attacks such as Spectre pose for-
midable threats for the security of computer systems [5, 12].
For instance, in typical Spectre v1 attacks [11], misspec-
ulated array bounds checks cause out-of-bounds memory
accesses to load and reveal secrets via timing variations.
SLH [6] is a software countermeasure against such attacks
that dynamically tracks whether execution is in a mispre-
dicted branch using a misspeculation flag register.

It is, however, challenging to build software protections
that are both efficient and that provide formal end-to-end
security guarantees against precisely specified, speculative
side-channel attackermodels [7]. Cryptography researchers
are leading the way in this space, with defenses such as se-
lective SLH efficiently achieving speculative constant-time
guarantees against Spectre v1 for cryptographic code with
typical overheads under 1% [14, 15]. This work is, however,
specialized to only cryptographic code and often also to
domain-specific languages for cryptography, such as Jas-
min [1].

It is more difficult to properly protect arbitrary pro-
grams written in general-purpose languages, which in par-
ticular do not obey the cryptographic constant-time disci-
pline [2, 8]. SLH was not strong enough for protecting such
non-cryptographic code [13], leading to the introduction of
Ultimate SLH [13, 16], which uses the misspeculation flag
to mask not only the values loaded from memory, but also
all branch conditions, all memory addresses, etc. While this
should in principle be strong enough to achieve a relative
security notion [7, 13, 16], it also brings ∼150% overhead on
the SPEC benchmarks [16], which seems unacceptable for
many practical scenarios.

2 Contribution
In recent work [4], we therefore introduce FSLH, a flexible
SLH notion that achieves the best of both worlds by gen-
eralizing both Selective and Ultimate SLH. Like Selective
SLH, FSLH keeps track of which program inputs are secret
and which ones not and only protects those memory oper-
ations that could potentially leak secret inputs when ran
speculatively. Like Ultimate SLH, FSLH also provides pro-
tection for non-cryptographic code that does not respect
the constant-time discipline, but does this by only masking

those observable expressions (e. g. branch conditions) that
are potentially influenced by secrets.
We give a suitable definition of relative security for trans-

formations protecting arbitrary programs, which states that
the transformed program running with speculation should
not leak more than what the source program leaks sequen-
tially. We formally prove in Rocq (previously knows as Coq)
that FSLH enforces this relative security notion. Finally, we
also prove that FSLH can be instantiated to recover both Se-
lective and Ultimate SLH, therefore obtaining mechanized
security proofs for both versions.

3 The FSLH Transformation
The FSLH mitigation builds on the design of Selective SLH
[14], which in turn builds on SLH [6], a program transfor-
mation combining

1. a mechanism to keep track of misspeculation in a spe-
cial misspeculation flag, and

2. a means of preventing leakage by masking based on
this misspeculation flag.

The former mechanism is shared between Selective SLH, Ul-
timate SLH and FSLH and relies on using branchless con-
ditional expressions after every branch to update the mis-
speculation flag with the condition used for the branch, so
that even if the branch is mispredicted, the flag will be up-
dated correctly. The latter can take several forms, including
address hardening, where the memory addresses for load in-
structions are masked to zero if the misspeculation flag is
set, and value hardening, where the loaded value will be
masked to zero instead.
Selective SLH [14] is a refinement of SLH that applies only

to code satisfying the cryptographic constant-time (CCT) dis-
cipline, which is standard practice in the field of cryptogra-
phy [2, 3, 8, 9] and requires that

1. program inputs are identified as public or secret,
2. control flow and memory addresses are not allowed

to depend on secrets.
This discipline is easily enforceable with a type system,
which Selective SLH [14] leverages to selectively apply value
hardening only to loads to public variables, as the CCT disci-
pline already guarantees that there is no leakage from secret
variables.

For FSLH, we substitute the CCT type system with a
sound and fully permissive flow-sensitive static analysis sim-
ilar to the algorithmic version of Hunt and Sands’s [10] flow-
sensitive type system. This analysis only tracks which ex-
pressions and variables contain secrets, but does not restrict
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the use of secret-dependent expressions in e. g. branch con-
ditions. While our analysis is sound, it is necessarily impre-
cise, as information on control flow is not available stati-
cally, so the analysis safely overapproximates which vari-
ables may contain secrets after branches and loops. Impor-
tantly however, this analysis accepts arbitrary programs,
and imposes no restrictions.

Unlike Selective SLH, which only protects loads to public
variables, FSLH thus has to deal with more situations that
may produce leakage:

1. Branch conditions may now be secret, and therefore
requiremasking to prevent leaking secrets via control
flow, like in Ultimate SLH [16]. This is achieved by
modifying affected branch conditions to additionally
check that themisspeculation flag is not set, therefore
ensuring that these conditions will evaluate to false
during misspeculated execution without affecting se-
quential execution. Unlike Ultimate SLH, we only ap-
ply this masking if the branch condition is secret.

2. Memory addresses can now also be secret, in which
case we apply address hardening instead of value
hardening, so that the address is also protected.

4 Machine-checked Relative Security
Proof

We prove in Rocq that FSLH ensures a notion of Relative
Security, guaranteeing that the hardened program does not
leakmore during speculative execution than the source pro-
gram does sequentially. More formally, it states that for any
pair of initial states which agree on the values of all pub-
lic variables and for which the attacker-visible observations
produced during sequential execution of the source pro-
gram are equal, the observations produced by the hardened
program during speculative execution will also be equal.
Taking inspiration from Shivakumar et al. [14], the secu-

rity proof decomposes into a compiler correctness proof for
an ideal semantics and a separate relative security proof for
this semantics. Our ideal semantics operates on annotated
programs, where expressions are marked as either public or
secret according to the static analysis described above. Like
the target semantics, the ideal semantics features specula-
tive execution, however, it masks values directly in the se-
mantics according to the annotations. Therefore, the source
program in the ideal semantics behaves the exact same way
as the target program in the speculative semantics, produc-
ing the same attacker-visible observations. We formally es-
tablish this using a backwards compiler correctness proof.

Thus, the proof of relative security is reduced to prov-
ing relative security between the ideal semantics and the
sequential semantics. For this, we further instrument the
ideal semantics with sound dynamic information flow track-
ing. Relative security then follows from the following three
facts:

1. Execution along the correct path in the ideal seman-
tics is the same as sequential execution, and produces
the same attacker-visible observations.

2. Execution in the ideal semantics preserves agreement
on public values, i. e. if we execute the same program
on two initial states that agree on all variables that are
initially considered public, then the resulting states
will agree both on the labelings computed by the dy-
namic tracking, and on the values of all variables la-
beled public.

3. Duringmispredicted execution, all observable expres-
sions that are not public are masked. 1

In order to prove the last point, we introduce a well-labeled-
ness predicate that describes whether annotations in a pro-
gram are sound with respect to an initial and a final labeling.
It does not require the labels to be precise, i. e. an expres-
sion which is actually public is allowed to be labeled as se-
cret, but not the other way round. Importantly, this means
that well-labeledness is preserved when strengthening the
initial labeling (changing a label from secret to public) and
when weakening the final labeling (changing a label from
public to secret), which allows us to prove that execution in
the ideal semantics preserves well-labeledness, in the sense
that after executing a step of a well-labeled program in the
ideal semantics, the remaining program is well labeled for
the initial labeling updated by the dynamic tracking and the
original final labeling.
Since the ideal semantics preserves well-labeledness, we

know that during mispredicted execution, all secret values
will be masked, so the attacker-visible observations depend
only on the values of public variables. Since the ideal se-
manics further preserves agreement on public variables, we
obtain that all observations produced during misspeculated
execution must be the same for both executions. Since the
non-misspeculated parts of the ideal executions correspond
exactly to the sequential executions, which produce equal
observations, we obtain relative security of the ideal seman-
tics with respect to the sequential semantics.

5 Conclusion
We have introduced FSLH, a mitigation which generalizes
Selective SLH and Ultimate SLH to achieve the best of both
worlds: Like Ultimate SLH, it achieves relative security to all
programs, without restrictions to any particular discipline;
like Selective SLH, it is efficient by only inserting protec-
tions where needed. We formally prove in Rocq that FSLH
ensures relative security. Since FSLH generalizes Selective
SLH and Ultimate SLH, we also obtain machine-checked se-
curity proofs for both these mitigations as corollaries.

1This is highly similar to a lemma in the security proof of Ultimate SLH [16],
for which the observations only depend on the structure of the program.
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